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**San Francisco Bay University**

**Python Programming**

**Homework Assignment #3**

**Due day: 7/7/2023**

**Instruction:**

1. **Push the source code to GitHub or answer sheet in word file.**
2. **Please follow the code style rule like programs on handout.**
3. **Overdue homework submission could not be accepted.**

**4. Takes academic honesty and integrity seriously (Zero Tolerance of Cheating & Plagiarism)**

1. Write a high order function to make withdrawal from the balance in bank account by nonlocal variable.

***def*** ***mk\_wd(balance):***

*"""*

*Return the balance after withdrawal since inception*

*>>> rem = mk\_wd (100) # deposit $100*

*>>> rem(10)*

*90*

*>>> rem (20)*

*70*

*>>> rem (100)*

*'Insufficient funds'*

*"""*

Program

def mk\_wd(balance):

def withdraw(amount):

nonlocal balance

if amount > balance:

return 'Insufficient funds'

balance -= amount

return balance

return withdraw

def main():

initial\_balance = float(input("Enter the initial balance: "))

rem = mk\_wd(initial\_balance)

withdrawals = []

for i in range(3):

withdrawal = float(input(f"Enter withdrawal {i+1}: "))

withdrawals.append(withdrawal)

for withdrawal in withdrawals:

result = rem(withdrawal)

print(result)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Result**
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2. Write a function that deletes all instances of an element from a list.

***def***  ***rm\_all(elem, lst):***

*"""*

*>>> x = [3, 1, 2, 1, 5, 1, 1, 7]*

*>>> rm\_all (1, x)*

*>>> x*

*[3, 2, 5, 7]*

*"""*

***Program***

def rm\_all(elem, lst):

return [i for i in lst if i != elem]

x = [2, 1, 2, 5, 5, 2, 1, 9]

print(rm\_all(2, x))

**Result**
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3. Write a function that takes in three arguments *x, elem*, and a list, and adds as many *"elem"s* to the end of the list as there are *x’s*.

***def*** ***add\_many(x, elem, lst):***

*"""*

*Adds elem to the end of lst the number of times x occurs in lst.*

*>>> lst = [1, 2, 4, 2, 1]*

*>>> add\_many (2, 5, lst)*

*>>> lst*

*[1, 2, 4, 2, 1, 5, 5]*

*"""*

**Program**

def add\_many(x, elem, lst):

count\_x = lst.count(x)

for \_ in range(count\_x):

lst.append(elem)

return lst

def main():

lst = [1, 3, 4, 3, 1]

result = add\_many(3, 5, lst)

print(result)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Result**
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4. Write a function to create a new list from given a *"suits"* list and a number list

***def*** ***f (suits, numbers):***

*"""Creates a new list (2-element list as one element in a new list) with the given suits and numbers. Each element in the returned list should be of the form [suit, number].*

*>>> f (['S', 'C'], [1, 2, 3])*

*[['S', 1], ['S', 2], ['S', 3], ['C', 1], ['C', 2], ['C', 3]]*

*>>> f (['S', 'C'], [3, 2, 1])*

*[['S', 3], ['S', 2], ['S', 1], ['C', 3], ['C', 2], ['C', 1]]*

*>>> f ([], [3, 2, 1])*

*[]*

*>>> f (['S', 'C'], [])*

*[]*

*"""*

**Program**

def f(suits, numbers):

new\_list = []

for suit in suits:

for number in numbers:

new\_list.append([suit, number])

return new\_list

# Test case 1

suits1 = ['S', 'C']

numbers1 = [2, 4, 6]

print("Suits:", suits1)

print("Numbers:", numbers1)

result1 = f(suits1, numbers1)

print("New List:", result1)

print()

# Test case 2

suits2 = ['S', 'C']

numbers2 = [1, 3, 5]

print("Suits:", suits2)

print("Numbers:", numbers2)

result2 = f(suits2, numbers2)

print("New List:", result2)

print()

# Test case 3

suits3 = []

numbers3 = [7, 6, 5]

print("Suits:", suits3)

print("Numbers:", numbers3)

result3 = f(suits3, numbers3)

print("New List:", result3)

print()

# Test case 4

suits4 = ['S', 'C']

numbers4 = []

print("Suits:", suits4)

print("Numbers:", numbers4)

result4 = f(suits4, numbers4)

print("New List:", result4)

**Result**
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5. Write a function to merge *2* sorted lists *a* and *b*, and then return a new list with a sorted order by RECURSIVE calls.

***def*** ***mrg(ls1, ls2):***

*"""Merges two sorted lists recursively.*

*>>> mrg ([1, 3, 5], [2, 4, 6])*

*[1, 2, 3, 4, 5, 6]*

*>>> mrg ([], [2, 4, 6])*

*[2, 4, 6]*

*>>> mrg ([1, 2, 3], [])*

*[1, 2, 3]*

*>>> mrg ([5, 7], [2, 4, 6])*

*[2, 4, 5, 6, 7]*

*"""*

**Program**

def mrg(ls1, ls2):

if not ls1:

return ls2

if not ls2:

return ls1

if ls1[0] < ls2[0]:

return [ls1[0]] + mrg(ls1[1:], ls2)

else:

return [ls2[0]] + mrg(ls1, ls2[1:])

def main():

# Test case 1

ls1 = [3, 1, 8]

ls2 = [4, 2, 7]

print("List 1:", ls1)

print("List 2:", ls2)

merged\_list1 = mrg(ls1, ls2)

print("Merged list:", merged\_list1)

print()

# Test case 2

ls3 = []

ls4 = [8, 5, 6]

print("List 1:", ls3)

print("List 2:", ls4)

merged\_list2 = mrg(ls3, ls4)

print("Merged list:", merged\_list2)

print()

# Test case 3

ls5 = [3, 6, 9]

ls6 = []

print("List 1:", ls5)

print("List 2:", ls6)

merged\_list3 = mrg(ls5, ls6)

print("Merged list:", merged\_list3)

print()

# Test case 4

ls7 = [4, 8]

ls8 = [3, 4, 9]

print("List 1:", ls7)

print("List 2:", ls8)

merged\_list4 = mrg(ls7, ls8)

print("Merged list:", merged\_list4)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Result**
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6. Write the function to flatten the deep list.

***def*** ***fltn(ls):***

*"""Return a new version of list as follows.*

*>>> fltn ([1, 2, 3]) # normal list*

*[1, 2, 3]*

*>>> x = [1, [2, 3], 4] # deep list*

*>>> fltn (x)*

*[1, 2, 3, 4]*

*>>> x = [[1, [1, 1]], 1, [1, 1]] # deep list*

*>>> fltn (x)*

*[1, 1, 1, 1, 1, 1]*

*"""*

**Program**

def fltn(ls):

result = []

for item in ls:

if isinstance(item, list):

result.extend(fltn(item))

else:

result.append(item)

return result

def main():

# Test case 1: Normal list

ls1 = [5, 10, 15]

print("Original list:", ls1)

flattened\_list1 = fltn(ls1)

print("Flattened list:", flattened\_list1)

print()

# Test case 2: Deep list

ls2 = [4, [8, 16], 24]

print("Original list:", ls2)

flattened\_list2 = fltn(ls2)

print("Flattened list:", flattened\_list2)

print()

# Test case 3: Deep list

ls3 = [[4, [2, 2]], 4, [1, 1]]

print("Original list:", ls3)

flattened\_list3 = fltn(ls3)

print("Flattened list:", flattened\_list3)

if \_\_name\_\_ == '\_\_main\_\_':

main()

**Result**
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7. Define a function to check if the element exists in the list or not.

***def***  ***chk\_elm(lst, n):***

*"""*

*>>> a = [ [1,[2]], 3, [ [4], [5,[6] ] ] ]*

*>>> chk\_elm (a, 6)*

*True*

*"""*

**Program**

def chk\_elm(lst, n):

for item in lst:

if item == n:

return True

elif isinstance(item, list):

if chk\_elm(item, n):

return True

return False

def main():

a = [[2, [7]], 0, [[5], [1, [6]]]]

element = 0

print("List:", a)

print("Element:", element)

result = chk\_elm(a, element)

print("Result:", result)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Result**
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8. Write a function to check whether the input argument list is symmetric or not in recursive call.

***def*** ***sym(l):***

*"""Returns whether a list is symmetric or not*

*>>> sym ([])*

*True*

*>>> sym ([1])*

*True*

*>>> sym ([1, 4, 5, 1])*

*False*

*>>> sym ([1, 4, 4, 1])*

*True*

*>>> sym (['l', 'o', 'l'])*

*True*

*"""*

**Program**

def sym(l):

if len(l) <= 1:

return True

if l[0] != l[-1]:

return False

return sym(l[1:-1])

def main():

# Test case 1

list1 = []

print("List:", list1)

result1 = sym(list1)

print("Symmetric:", result1)

print()

# Test case 2

list2 = [1]

print("List:", list2)

result2 = sym(list2)

print("Symmetric:", result2)

print()

# Test case 3

list3 = [2, 6, 4, 2]

print("List:", list3)

result3 = sym(list3)

print("Symmetric:", result3)

print()

# Test case 4

list4 = [3, 5, 5, 3]

print("List:", list4)

result4 = sym(list4)

print("Symmetric:", result4)

print()

# Test case 5

list5 = ['l', 'o', 'l']

print("List:", list5)

result5 = sym(list5)

print("Symmetric:", result5)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Result**
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9. Write a function in recursive call that takes in a list *lst*, a function *g*, and an initial value *m*. This function will fold *lst* starting at the beginning. If *lst* is *[1, 2, 3, 4, 5]* then the function *g* is applied as follows:

*g (g (g (g (g (m, 1), 2), 3), 4), 5)*

from operator import add, sub, mul

***def*** ***fld (lst, g, m):***

*"""Return the result of applying the function* *g* *to the initial value* *m* *and the first element in* *lst*, *and repeatedly applying* *g* *to this result and the next element in* *lst* *until it reaches the end of the list.*

*>>> s = [3, 2, 1]*

*>>> fld (s, sub, 0) # sub(sub(sub(0, 3), 2), 1)*

*-6*

*>>> fld (s, add, 0) # add(add(add(0, 3), 2), 1)*

*6*

*>>> fld (s, mul, 1) # mul(mul(mul(1, 3), 2), 1)*

*6*

*>>> fld ([], sub, 100) # return m if s is empty*

*100*

*"""*

***Program***

from operator import add, sub, mul

def fld(lst, g, m):

if not lst:

return m

else:

return fld(lst[1:], g, g(m, lst[0]))

# Testing

s = [3, 2, 1]

print(fld(s, sub, 1))

print(fld(s, add, 1))

print(fld(s, mul, 0))

print(fld([], sub, 99))

**Result**

![](data:image/png;base64,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)

10. Implement a function to create *2D* array as follows

***def***  ***crte\_2d\_arr(rows, columns):***

*"""*

*>>> crte\_2d\_arr(3, 5)*

*[['-', '-', '-', '-', '-'], ['-', '-', '-', '-', '-'], ['-', '-', '-', '-', '-']]*

*"""*

**Program**

*def crte\_2d\_arr(rows, columns):*

*return [['-' for \_ in range(columns)] for \_ in range(rows)]*

*def main():*

*array = crte\_2d\_arr(3, 5)*

*print(array)*

*if \_\_name\_\_ == '\_\_main\_\_':*

*main()*

***Result***
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